2.1.1.1 Modelo OpenCOM

O OpenCOM é um modelo de componentes de baixo peso projetado para o desenvolvimento de middlewares em dispositivos de computação com poucos recursos (processamento, memória, armazenamento). Além de ser um modelo de baixo peso, o OpenCOM provê a capacidade de reconfiguração dinâmica de middlewares tanto no domínio estrutural quanto no comportamental. {rocha2008}

O OpenCOM é fundamentado em três tecnologias:

- Componentes - O modelo permite a especificação da estrutura de sistemas através do uso de componentes e conexões entre componentes (ROCHA, 2008). Cada componente pode possuir um conjunto de interfaces (ou interfaces providas) - através das quais o componente exporta seus serviços - e um conjunto de receptáculos (ou interfaces requeridas) - através dos quais o componente requisita serviços de outros componentes;

- Reflexão computacional - O modelo foi projetado para dar apoio à reflexão computacional - que é a capacidade que um sistema tem de observar sua própria representação/estrutura ou até mesmo modificá-la;

- Frameworks de componentes - O modelo também permite a criação de frameworks de componentes. Um framework de componentes é definido no OpenCOM como uma subarquitetura de componentes sobre a qual pode ser checado um conjunto de propriedades arquiteturais desejadas (ROCHA, 2008). Essa subarquitetura também pode ser vista como um componente complexo que é composto de outros subcomponentes interconectados.

Os conceitos fundamentais no OpenCOM são interfaces, receptáculos e conexões. Uma interface representa uma unidade de provisão de serviços, enquanto que um receptáculo representa uma unidade de requerimento de serviços e é usado para tornar explícita a dependência de uma interface de um componente com outra. Uma conexão representa uma ligação entre um serviço fornecido por uma interface de um componente e um serviço requerido por um receptáculo de outro componente. {clarke2001}

Cada componente OpenCOM implementa quatro interfaces (GRACE, 2007):

- ILifeCycle - fornece operações de inicialização e finalização que são chamadas quando um componente é criado ou destruído, ou seja, define ações que devem ser tomadas no início e no final do ciclo de vida do componente;

- IConnections (opcional) - oferece métodos para modificar as interfaces ligadas aos receptáculos de um componente. Esta interface deve ser implementada por todos os componentes que possuem receptáculo;

- IMetaInterface - suporta inspeção dos tipos de interfaces e receptáculos declarados pelo componente;

- IUnknown - é equivalente à interface do mesmo nome no Microsoft COM, isto é, ele é usado para obter a referência para a interface solicitada na instância do componente.

2.1.1.2 Modelo Fractal

2.1.1.3 Modelo OSGI
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